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Applications that are generally used to create external financial reports today, such as Microsoft Word, understand nothing about a financial report. Word understands things like paragraphs, table columns, table rows, etc. The term “balance sheet” means nothing to Microsoft Word.

What if it were possible to get a software application to understand financial reports? What if the software application you used to create financial reports could understand what a balance sheet is, what goes on a balance sheet, if certain specific line items are reported on the balance sheet that specific disclosures are also required to be reported, and so forth?

Well, it is possible for software applications to understand financial reports. A knowledge-based system\(^1\) is a set of computer programs that use machine-readable knowledge that are built to mimic human behavior and knowledge. Another term used to describe such a system is “expert system”\(^2\).

XBRL is a technology that lets you structure financial reports in a form that is readable by computer software applications, such as knowledge based systems\(^3\). You can address each and every piece of a report explicitly because each and every piece is identified. These structured digital financial reports\(^4\) make possible things that have never been possible before because the information contained in financial reports of the past have been unstructured and therefore not readable by machine-based processes.

---


\(^3\) YouTube, How XBRL Works, retrieved June 23, 2017, https://www.youtube.com/watch?v=nATJBPOiTxM

So how do you get a knowledge-based system to understand a financial report and help professional accountants create these reports better, faster, and/or cheaper than the old-school processes that have been used to create reports in the past?

This document describes a commercial quality working proof of concept that we call *Pesseract* that was created to answer that specific question. For such a system to work, that system must be able to perform specific tasks and be approachable by the professional accountants using the application. In creating the application we started with the tasks that needed to be performed to successfully create a financial report and then worked backwards to design the nuts and bolts that make the system actually work.

Our approach to doing this is explained in this document in terms that a professional accountant can understand and relate to. This working application itself proves the feasibility of such a product. You can see this proof of concept in action in videos or you can download and use the application yourself and see how it works.

**Knowledge based systems**

Expert systems is a branch of *artificial intelligence*. Expert systems, also called knowledge-based systems or logic systems or simply knowledge systems, are computer systems. Knowledge systems are *computer programs that are built to mimic human behavior and knowledge*. A computer application that performs some task that would otherwise be performed by a human expert is an expert system. In his book, *Systematic Introduction to Expert Systems*, by Frank Puppe points out that there are three general categories of expert systems (we will use the term knowledge based system):

- **Classification or diagnosis type**: helps users of the system select from a set of given alternatives.
- **Construction type**: helps users of the system assemble something from given primitive components.
- **Simulation type**: helps users of the system understand how some model reacts to certain inputs.

Knowledge based systems are for reconstructing the expertise and reasoning capabilities of qualified subject matter experts within some specific, very limited, narrow domain of knowledge in machine-readable form. A model of the expertise of the domain of knowledge of the best practitioners is

---

6 Pesseract, [http://pesseract.azurewebsites.net](http://pesseract.azurewebsites.net)
7 YouTube.com, *Understanding Pesseract*, [https://www.youtube.com/playlist?list=PLfjXOvKVNbOrQvn_HBeyAN-hCVRZZMFJh](https://www.youtube.com/playlist?list=PLfjXOvKVNbOrQvn_HBeyAN-hCVRZZMFJh)
8 Pesseract, [http://pesseract.azurewebsites.net](http://pesseract.azurewebsites.net)
formally represented in machine-readable form and the knowledge based system uses that information to reach conclusions or take actions based on that information when trying to solve some problem. A knowledge based system augments the capabilities of a human by enabling software applications to help a human similar to how a calculator helps a human do math.

It is above and beyond the scope of this document to explain the detailed inner workings of a knowledge based system and exactly how such systems work or how to build such a system. But here we will provide this succinct description of a knowledge based system in order to help you understand the general idea of what a knowledge based system is and what it does:

Simply put, a knowledge based system is a system that draws upon the knowledge of human experts related to the business logic and related business rules used to solve some business problem that has been represented in machine-readable form and stored in a fact database and knowledge base. The system applies problem solving logic using a problem solving method and a line of reasoning to solve problems that normally would require human effort and thought to solve. The knowledge based system supplies an explanation and justification mechanism to support conclusions reached by the knowledge base system and presents that information to the business professional using the system.

This is a diagram of the components of a knowledge based system:

---

The knowledge based system we are building is a construction-type system. It is for constructing a financial report. The “primitives” that we are using are disclosures. We leverage other primitives such as topics to organize disclosures, templates which are used to help create disclosures, exemplars which are other instantiations of the same disclosure, and prototypes which are best practice examples of a specific disclosure. All this is explained in our conceptual model.

An observation that you might have is that the objects which we defined are not mentioned in the US GAAP XBRL Taxonomy, the XBRL technical specification, or the SEC’s Edgar Filer Manual. Why and how do we use these and other objects? The answer is leverage.

Understanding Patterns and Cluster

A pattern can be defined as idea that has been useful in one practical context and will likely also be useful in other contexts. Think of patterns as a way of putting building blocks into context; for example, to describe a re-usable solution to a problem. Building blocks are what you use; whereas patterns can tell you how you use them, when, why, and what trade-offs you have to make in doing so.

Also, consider the notion of clusters. Malcolm Gladwell explains clusters nicely in his Ted Talk, *Choice, happiness, and spaghetti sauce*. He helps one understand variability and how grouping things into clusters can be used to better understand which the best pickle is and what the best spaghetti sauce is. The answer is that there is no best pickle or spaghetti sauce. But there are best clusters of pickles and spaghetti sauces.

Using patterns, clusters, and other ideas you begin to understand that you are not building software for an individual user’s perceived preferences. If software is too inflexible, it will not be usable to perform the tasks that a use needs to perform. If software is too flexible, the software can very likely meet the needs of everyone but no one will use it because the software is too hard to use. But striking an appropriate equilibrium, leveraging the notions of patterns, clusters, and some other ideas; then software can be constructed that a user will be very happy with, will find the software easy to use, and the software will meet the needs of a large portion of the market, and if the minority of others do not have their needs met then they probably need to find a software application that has a better fit.

Leveraging Patterns, Compound Objects, Composite Objects

Patterns, compound objects, and composite objects provide leverage and make software easier to use. Look at these two objects below. These objects look like the same things, but they are not the same. On the LEFT are four lines; on the RIGHT is a square.

---

Imagine having to work with low-level objects in an application such as PowerPoint. To make your life easier, PowerPoint provides high-level objects that you can use to perform work rather than requiring you to create your presentations using only low-level objects. These higher-level objects are “compound objects” or “composite objects”. These higher level objects are easier to use.

**Categories**

Here are a bunch of different compound or composite objects, all of which are made out of lines:
These objects can be organized and **categorized** in useful ways leveraging patterns that can be identified within the objects. For example, one pattern is the *number of lines* the object contains. Another pattern is the angle of the lines relative to one another. Another is the relative length of opposite sides of an object. Here is a simple diagram where various shapes that are made out of lines are categorized relative to each other:

Objects can be described and identified by their **properties**. Note that lower-level objects like a line have fewer properties. Note that a quadrilateral has no properties other than that it is made up of four lines. But other objects are rich with properties. Object properties are **universal business rules** that can be embedded in software applications, leveraged by software engineers, business users never have to deal with violating the rules because software can be created that will not let them violate the rules. Business users never have to manage these universal business rules because the rules never change.
Other rules can change and therefore business professionals need to be provided with a mechanism for adjusting rules.

Once objects are identified, named, their properties identified, and objects classified they can be organized within software applications. Below is an example from Microsoft PowerPoint. The interface helps you work with categories of higher-level objects; rather than lower-level pieces. You can always group lower level objects to create new higher-level objects. To do this, the objects do need to be defined, the properties articulated, the categories created. And doing so has advantages as can be exemplified by PowerPoint. The point is: you use higher-level objects that have been provided to you, not by creating your own higher-level objects using lines.

**Flexibility**

Flexibility should be a well-thought-out and conscious choice. There are literally an infinite number of possible polygons which can each have different properties. But all squares, which are a specialization of a polygon, have very similar properties. By determining the length of *one line* of a square, you
determine everything there is to know about a square. Why? Because of the rules of a square: all sides are equal and every angle between lines is always equal to 90 degrees.

If you need more flexibility than what a square offers, create a new category of object and give it a name and defines that new object’s properties as you may deem appropriate. Make things flexible where they need to be flexible. Don’t just create general flexibility to play it safe...that makes working with objects unnecessarily harder.

Objects can be organized into useful categories or other grouping to present sets of objects to a business user that needs to make use of the object.

Templates
Below is one possible interface that is used to organize a set of templates. Templates organize categories of objects and help you use those objects within having to create them from scratch. There are many, many different possibilities for organizing and working with objects, the limit is only the ability of a business professional to express what they want or need and the cleverness of a software developer to create something new or find something that has already been created and use those ideas to solve the new problem you are trying to solve:
Snapping pieces together like Legos

Business professionals work with objects at the highest possible level, snapping pieces together like Legos and watched over the objects by the software application leveraging the patterns and business rules which helps make sure business professionals don’t make mistakes where that task is possible for software to perform. So think of a pivot table. Most business professionals have used Excel pivot tables:

Keep the notion of a pivot table in the back of your mind. We will explain why an Excel pivot table is not useful for what we need to do unfortunately. But the general model of a pivot table is good. It is just that the pivot table functionality needs to be slightly different. Imagine this notion of “Legos” or “pieces
that snap together”. See this example of Blockly\textsuperscript{14} below. Blockly is based on ideas from Scratch which was created by MIT\textsuperscript{15}.

Imagine high-level objects that you “snap” or “glue” together using semantics or the business rules of the information itself. This is, as opposed to the books, sheets, columns, rows, and cells being glued together using presentation-oriented artifacts. Image that you added a work flow to these high-level objects that snap together, consider this interface of Scratch:

\textsuperscript{14} Blockly, http://xbrl.squarespace.com/journal/2014/7/14/blockly.html

\textsuperscript{15} Scratch, http://scratch.mit.edu/
Forget about the fact that Scratch is for creating animations and not financial reports. Think about how Scratch and Blockly and Excel pivot tables work rather than specifically about what they do.

**Poka-yoke: Mistake proofing software**

Poka-yoke\(^{16}\) is a technique used to prevent mistakes through smarter design. Poka-yoke is a Japanese term that means "mistake-proofing". A poka-yoke is any mechanism consciously added to a process that helps an equipment operator avoid mistakes. Its purpose is to eliminate defects by preventing, correcting, or drawing attention to human errors as the errors occur.

For example, consider the graphic\(^{17}\) below. You want someone to plug the plug into the receptacle such that positive and negative match up; inadvertently reversing this would have catastrophic consequences. In the top graphic notice that it is possible to make a mistake but in the bottom a mistake would be impossible because of the size differences in the positive and negative receptacle and plug.

Smart design means less user errors. Poka-yoke techniques can be used to create software that is easier to use, can eliminate certain types of user mistakes, and can help guide users to put the Lego pieces together to get what they want.

**Specific tools as contrast to general tools**

Another point that Frank Puppe points out in his book is the difference between a general tool and a domain specific tool\(^{18}\). Specific tools are always easier to use than general tools. Why? Because general tools have to be more flexible and so users of the applications have to learn more in order to manage the flexibility. With specific tools what you can do is more constrained, more specific. By definition, specific tools are easier use than general tools.

Imagine that you created a fairly general tool that, say, could be used business reporting and you could specialize that tool using different metadata for each special use case. Imagine you leveraged the

---


\(^{18}\) Frank Puppe, *Systematic Introduction to Expert Systems*, page 11, [https://books.google.com/books?id=_kKqCAAAQBAJ](https://books.google.com/books?id=_kKqCAAAQBAJ) (note that you can see the first several chapters)
multidimensional model\textsuperscript{19} for business reporting. The functionality was general enough to be useful for various different business reporting needs, but also specific enough so that the functionality is easy for business professionals to use. And say you build the tool so you can, say, remove the US GAAP reporting scheme metadata and replace it with the IFRS metadata. Keep that thought in the back of your mind.

**Multidimensional model**

You leveraged the multidimensional model to make the business report flexible enough to serve many different use cases, but specific enough that the model would not be so complicated that the model was not approachable by business professionals. Think OLAP but without the limitations of OLAP\textsuperscript{20}. Think the Microsoft Excel Pivot Table, but where the limitations of OLAP which are included in the Excel pivot table are removed. What are the limitations of OLAP and the current Microsoft Excel Pivot Table? Here is a summary of those limitations:

- OLAP forces you to use aggregation. Meaning, totals are never stored in an OLAP system. Totals are always computed. But in reporting many times you need and want to totals which serve as cross checks to make sure numbers that are supposed to agree do agree.
- There is no global standard for OLAP, whereas XBRL is a global standard and XBRL has a global standard dimensional model.
- OLAP cubes are rigid primarily because the cubes are stored in relational databases; creating new cubes is hard for business professionals.
- OLAP has limited computation support, mainly roll ups; XBRL supports roll ups, roll forwards, adjustments, variances, and many other sorts of mathematical relations.
- Because OLAP implementations are not standard; there is limited business rule support and inability to exchange business rules between implementations.
- Inability to transfer cubes between systems, each system is a "silo" which cannot communicate with other silos.
- Inability to articulate metadata which can be shared between OLAP systems.
- OLAP has a primary focus on numeric-type information and inconsistent support or non-existent for text data types.
- OLAP systems tend to be internally focused within an organization and do not work well externally, for example across a supply chain.
- OLAP tends to be read only; XBRL is read-write.

\textsuperscript{19} Introduction to the Multidimensional Model for Professional Accountants, \url{http://xbrl.squarespace.com/journal/2016/3/18/introduction-to-the-multidimensional-model-for-professional.html}

\textsuperscript{20} Understanding Cell Stores and NOLAP, the Future of the Spreadsheet, \url{http://xbrl.squarespace.com/journal/2014/11/14/understanding-cell-stores-and-nolap-the-future-of-the-spread.html}
So basically, imagine a global standard multidimensional model, such as the model provided by XBRL Dimensions\textsuperscript{21} which allowed you to use OLAP when you needed it, but it did not compel you to use OLAP all the time.

**High-Level Objects of a Business Report and Financial Report**

A financial report, which is a specialization of a business report, has specific objects. The multidimensional model has objects. As we said, these objects can be organized into a conceptual model that describes a financial report\textsuperscript{22}. I have given all of these objects names.

**Conceptual model**

Here is a summarized overview of those objects for reference (use the actual conceptual model for a more precise definition):

- **Component**: A component is a set of facts which go together for some specific purpose within a financial report.
- **Fact**: A fact defines a single, observable, reportable piece of information contained within a financial report, or fact value, contextualized for unambiguous interpretation or analysis by one or more distinguishing characteristics.
- **Characteristic**: A characteristic or distinguishing aspect provides information necessary to describe a fact or distinguish one fact from another fact.
- **Parenthetical explanation**: Facts may have parenthetical explanations which provide additional descriptive information about the fact.
- **Relation**: A relation\textsuperscript{23} is some interaction between the pieces which make up a financial report.
- **Property**: A property is a trait, quality, feature, attribute, or peculiarity which is used to define its possessor and is therefore dependent on the possessor.
- **Block**: A block\textsuperscript{24} is a part of a component that participates in the same concept arrangement pattern.
- **Slot**: A slot is simply the idea of an allotted place where something can be logically and sensibly placed in a fragment of a financial report, or Block.
- **Disclosure**: A Disclosure is simply a set of facts that is disclosed.
- **Topic**: A Topic is simply a set of Disclosures that are grouped together for some specific reason.
- **Exemplar**: An Exemplar is an example of a Disclosure from some other existing financial report.
- **Template**: A Template is a starting point or sample used to create a complete Disclosure.


The next sections describe specific high-level objects in greater detail that help you understand how we are leveraging these objects.

**Blocks**

Think a financial report (which is a complex type of business report) as being made up of a collection of multiple fragments. The document *Disclosure Best Practices*\(^\text{25}\) provides examples of about 65 different types of fragments that make up a financial report. This web page\(^\text{26}\) links to the same 65 disclosures and examples from hundreds of examples from XBRL-based financial reports of those disclosures. The key thing to grasp here is the notion of patterns in the report fragments. This is one very basic example of a report fragment:

![Image of a financial report fragment](image)

I call a piece, a fragment of a report, such as this a “Block”. We just made up the notion of a Block\(^\text{27}\) because it is useful. The pieces of a Block are held together with the semantics of the multidimensional model, strong semantics (rules) of a business report such as “roll up” or a “roll forward” etc., the rules of XBRL Dimensions, common financial reporting practices, and some other semantics. A report is held together by the relations between Blocks, what we call “intersections”, by strong fundamental high-level relationships (i.e. the fundamental accounting concepts continuity cross checks) and strong financial reporting domain disclosure semantics (balance sheet, income statement, cash flow statement, long term debt maturities), and some other semantics.

The [Line Items] of a Block are organized in specific ways and we gave that a name, we called that the **Concept Arrangement Patterns**. Here are some examples of different types of Blocks differentiated by their concept arrangement pattern:

* **Roll Up**

---

27 YouTube.com, Understanding Blocks, [https://www.youtube.com/watch?v=yI9yjD_T78I](https://www.youtube.com/watch?v=yI9yjD_T78I)
### Roll Up + Member Aggregation

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Lend</td>
<td>824,000,000</td>
<td>799,000,000</td>
</tr>
<tr>
<td>Buildings and improvements</td>
<td>12,393,000,000</td>
<td>10,800,000,000</td>
</tr>
<tr>
<td>Leasehold improvements</td>
<td>3,659,000,000</td>
<td>3,577,000,000</td>
</tr>
<tr>
<td>Computer equipment and software</td>
<td>17,391,000,000</td>
<td>13,612,000,000</td>
</tr>
<tr>
<td>Furniture and equipment</td>
<td>3,889,000,000</td>
<td>3,579,000,000</td>
</tr>
<tr>
<td><strong>Total, at cost</strong></td>
<td><strong>38,156,000,000</strong></td>
<td><strong>32,337,000,000</strong></td>
</tr>
<tr>
<td>Accumulated depreciation</td>
<td>(19,800,000,000)</td>
<td>(17,606,000,000)</td>
</tr>
<tr>
<td><strong>Total, net</strong></td>
<td><strong>18,356,000,000</strong></td>
<td><strong>14,731,000,000</strong></td>
</tr>
</tbody>
</table>

### Roll Forward:

<table>
<thead>
<tr>
<th>Property, Plant and Equipment [Line Items]</th>
<th>2016-12-31</th>
<th>2015-12-31</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total property and equipment</td>
<td>14,915,000</td>
<td>103,742,000</td>
</tr>
<tr>
<td>Less accumulated depreciation</td>
<td>13,394,000</td>
<td>59,452,000</td>
</tr>
<tr>
<td>Property and equipment, net</td>
<td>(141,000)</td>
<td>44,290,000</td>
</tr>
</tbody>
</table>

### Roll Forward + Member Aggregation:

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Balance at January 1</td>
<td>3,561,000</td>
<td>2,644,000</td>
</tr>
<tr>
<td>Additions Based on Tax Positions Related to the Current Year</td>
<td>258,000</td>
<td>293,000</td>
</tr>
<tr>
<td>Additions for Tax Positions of Prior Years</td>
<td>311,000</td>
<td>1,176,000</td>
</tr>
<tr>
<td>Prior Year Reductions</td>
<td>(370,000)</td>
<td>(370,000)</td>
</tr>
<tr>
<td>Statute Expirations</td>
<td>(94,000)</td>
<td>(94,000)</td>
</tr>
<tr>
<td>Settlements</td>
<td>(91,000)</td>
<td>(91,000)</td>
</tr>
<tr>
<td><strong>Balance at December 31</strong></td>
<td><strong>2,594,000</strong></td>
<td><strong>2,561,000</strong></td>
</tr>
</tbody>
</table>
**Adjustment:**

**Variance:**

**Hierarchy:**
Hierarchy + Members WITHOUT aggregation:

Roll Forward Info:

100% of all XBRL-based financial reports submitted to the SEC fit into the model described above, each report fragment can be distilled down to a Block. This is not a matter of opinion, this is 100% provable.

**Slots**

Blocks have “slots”. A Slot is simply a place in a Block where it makes logical sense for new objects to be added to the Block. Different types of Blocks have different slots. Below you can see one Block, showing two Slots for that block. One Slot is that a new Line Item can be added within the roll up total. Or, a second Slot is that a new period can be added to the Block.
This is not a comprehensive discussion of Blocks and Slots, it only provides the general ideas of what a Block is, what a Slot is, and that a financial report can be broken down into a set of Blocks each of which has specific Slots.

**Relations between Networks, Components, Blocks**

A **Network** is a necessary XBRL technical syntax artifact but the semantics of a Network can be different in different implementations. A **Component** is necessary XBRL technical syntax artifact. A **Block** is an object created for convenience.

Below you see a Network that contains one Component that contains two Blocks. One Block is a roll forward and the other is a roll forward info.

A **Block** always has meaning. A Block is some fragment of a report that is disclosed. A Disclosure is made up of one or many Blocks. All Blocks exist within Components. A **Component** is always the
combination of a Network and a [Table]/Hypercube. The meaning of a Component can be ambiguous. A **Network** may contain one or many [Table]s/Hypercubes. The meaning of a Network can be ambiguous.

**Profiles**

Each implementation uses different pieces of the XBRL technical syntax, no implementation ever uses all pieces of XBRL technical syntax. Each implementation can use technical syntax pieces differently where the semantics of a piece can be vague or ambiguous.

Profiles\(^28\) are used to overcome these implementation details that can be different within different implementations.

Pesseract supports an explicit set of profiles. New profiles can be added. Any reporting scheme could use the General Business Report profile. The XASB demonstration sandbox is an implementation of the General Business Report Profile.

---

\(^28\) YouTube.com, *Understanding Reporting Profiles*, [https://www.youtube.com/watch?v=_dSLCoJDNSk](https://www.youtube.com/watch?v=_dSLCoJDNSk)
Pesserac is a knowledge based system

Pesserac is (or rather, will ultimately be) a purpose-build tool for business reporting and financial reporting which leverages the XBRL technical syntax. You cannot create a financial report using Pesserac yet. But you can view financial reports and verify that reports to make sure they don’t have defects\(^2\). Pesserac does qualify as a true knowledge based system.

The **fact database** that Pesserac uses is one XBRL instance, a set of XBRL instances of one economic entity you wish to compare across many periods or otherwise want to work with (cross period comparison), a set of XBRL instances of a group of economic entities that you want to compare or otherwise work with (cross entity comparison), or the entire set of XBRL instances from the SEC EDGAR system which has been loaded into a database type application to make querying that information more efficient.

The **knowledge base of rules** that Pesserac uses is the base XBRL taxonomy created for US GAAP, IFRS, or some other reporting scheme; the entity specific XBRL taxonomy created and provided with an XBRL instance; sets of other universally applicable business rules applicable to every economic entity (for example “assets = liabilities and equity”) or sets of economic entities (say specific rules for an unclassified balance sheet as contrast to a classified balance sheet). All rules are stored in the form of XBRL definition relations and XBRL Formula.

The **knowledge acquisition mechanism** is currently the manual entry of business rules into a software application and then the generation of XBRL definition relations and/or XBRL Formula using that software application.

The **reasoning/inference/rules engine** is a model-driven forward chaining rules engine software application. The rules engine has both an API and GUI interfaces. The rules engine is essentially a **superset** of an XBRL Formula Processor. By superset what is meant is that the XBRL Formula Processor component of the rules engine is fully compliant to the existing XBRL International technical specification, but additional functionality has been added to overcome specific deficiencies in capabilities of the XBRL Formula specification. Specific supplemental capabilities added include:

- *Inference* which is the ability to logically derive new facts from existing facts and business rules.
- Model-driven *forward chaining*.
- Enhances access to XBRL taxonomy *model structure information*.
- *Enhanced problem solving logic* for specific high-level functionality required to enable disclosure mechanics and reporting checklist features.

The **justification mechanism** includes transparency into how conclusions are reached by the reasoning/inference/rules engine. This includes the origin of all facts and business rules used to reach conclusions and reports and other tools that enable a professional accountant to understand all aspects

\(^2\) *Blueprint for Creating Zero-Defect XBRL-based Digital Financial Reports*,
of how such conclusions were reached. Information is summarized in a dashboard type style to help a professional accountant understand the state of the report.

In addition to the basic components of a knowledge based system, three additional key features are provided. An agenda is managed by the software application and can be leveraged to organize work that needs to be performed. A state machine is provided to monitor key property values in order to manage processing. A suggest disclosure template/exemplar intelligent agent is provided to help in the process of creating disclosures.

Functionality is exposed to professional accountants with an easy-to-use graphical user interface (GUI). Functionality is also exposed to software developers with an easy-to-use application programming interface (API) so that custom features or entire processes can be created without having to reinvent basic processing of digital financial reports from scratch.
Agenda
The business professional is provided with an “Agenda” which is a list of tasks which need to be performed:

The idea of an agenda came from CLIPS which is a tool for building expert systems created by NASA.

State Machine
A “State Machine” monitors the properties of objects and provides this information to the application which provides information to the business professional so that they understand the tasks that need to be performed:

30 YouTube.com, Expert System for Creating a Financial Report, minute 3:30 to 4:45, https://www.youtube.com/watch?v=ioapxFIgQgM
The state machine idea, or finite-state machine\(^\text{33}\), comes from the world of video games.

**Suggest Disclosure Template/Exemplar Intelligent Agent**

The suggest disclosure template/exemplar intelligent agent uses the current context (a state property) of the application user to suggest disclosure templates or disclosure exemplars (examples) from existing XBRL-based reports which can be “cut and pasted” (actually directly imported) into an existing report. The agent can also use the context of the agenda to add new disclosures from the reporting checklist based on reporting checklist business rules.

How you create a financial report in Pesseract

Let’s begin at the end. This is an “agenda” or list of to do items. This agenda might not seem too interesting, because the agenda is empty. There is nothing that needs to be done, there is no work to be performed:
Another way of putting this is that all the tasks necessary to complete the creation of a financial report in compliance with rules and regulations of some reporting scheme have complete.

That is why the agenda, which is a list of the tasks which must be performed, is empty. Below you see a screen shot of the application which has an open report. All the indicator lights that are shown in the screen shot of a financial report creation application below are GREEN: because everything is done and because everything is consistent with expectations.

But when you begin the process of creating a financial report, the agenda starts off looking more like this screen shot below which lists all the disclosures which are required to be provided in a financial report that must meet some set of regulatory and statutory requirements. Your task is to create each of these disclosures and comply with regulatory and statutory requirements.
The agenda above shows all the fragments, or parts, of a financial report that must be provided per the requirements of some financial reporting scheme. When you start creating a report and the report is empty (i.e. because you have not imported or created anything yet); then you simply have a listing of the required financial report fragments or disclosures.

The requirements of what is to go into a financial report are dictated by the rules and regulations of the financial reporting scheme upon which the financial report is based. Humans understand those requirements by reading the requirements. But how does a software application understand those requirements? Software applications understand those requirements by articulating those requirements in some machine-readable format and then interacting with that information.

For example, here is a set of rules about what needs to be reported. Note the XBRL arcrole circled in red in the diagram. That arcrole is used to document the fact that a balance sheet is a required disclosure of a financial report.
Above is a screenshot of an XBRL taxonomy that contains those machine-readable rules for the reporting scheme I am using. You can read those rules using any off-the-shelf XBRL taxonomy tool.

Below is that same information in easier to understand terms meant to be read by humans working with a software application:

In the screenshot above, you can see the information about which disclosures are required. The software application reads that information and then populates the agenda based on whether some required disclosure exists or does not exist within the current version of the financial report.

So, you can see from the list above that an “Income Statement” is a required disclosure per the reporting scheme used. In this case an imaginary reporting scheme called XASB which is used for testing and prototyping was used.

But how exactly does the software application understand if the disclosure exists or not?

---


35 Note that this also works with the US GAAP and IFRS reporting schemes.
Well, because the information in the XBRL-based structured report is composed of lots of individually identifiable pieces of information and the software application can interact with those pieces. To help the software application understand the pieces it is interacting with, we give the software more machine-readable information.

In machine-readable XBRL syntax, again readable by any XBRL tool, the rules look like the following:\(^\text{36}\)

While the information above is readable by humans, you have to understand XBRL to understand what the rules are saying. That is not particularly difficult, but it can be easier. Below is that same information but the rules have been converted from XBRL technical syntax into a more readable controlled natural language syntax that is intended to be used by professional accountants:

Those rules specifically and uniquely identify the report fragment of the financial report that is the inventory components. Look at the screen shot below, notice the blue #1 where the disclosure name has been circled in red. This shows that the report fragment which is the inventory components has been identified\(^{37}\).

And so as you can see, the inventory components disclosure has been identified by the software. The identification of each disclosure works this same way. The Disclosure Mechanics rules\(^ {38}\) provide specific information about each disclosure\(^ {39}\). These rules provide structural information, mathematical relation information, and other logically oriented information about a disclosure. These Disclosure Mechanics rules serve three important purposes:

\(^{37}\) An important thing to note is that because each disclosure is specifically identified by a unique XBRL hypercube (called [Table] in the US GAAP and IFRS taxonomy) it is easy to identify the income statement; all you need to do is find the hypercube called “gaap:IncomeStatementTable”. Because in the US GAAP XBRL Taxonomy [Table]s are not unique, this approach cannot be used.


\(^{39}\) Here are the Disclosure Mechanics rules for all of the disclosures that exist in the imaginary XASB reporting scheme that I created for testing and prototyping, [http://xbrlsite.azurewebsites.net/2016/conceptual-model/reporting-scheme/xasb/disclosure-mechanics/disclosure-mechanics-xasb.xsd](http://xbrlsite.azurewebsites.net/2016/conceptual-model/reporting-scheme/xasb/disclosure-mechanics/disclosure-mechanics-xasb.xsd)
• **Identify each disclosure**: Using prototype theory\textsuperscript{40}, the disclosure mechanics rules are used to help identify which disclosure each report fragment is representing.

• **Verify consistency of disclosure with expectation**: Using the structured nature of XBRL, the disclosure mechanics rules are used to make sure the disclosure is represented consistently with the rules of the reporting scheme, rules of math, logical structure, etc.

• **Taxonomy and report navigation**: Using the structured nature of XBRL and the information in the disclosure mechanics rule, the rules are used to navigate the XBRL taxonomy to find the income statement in the reporting scheme taxonomy.

OK, so now let’s delete a disclosure, the income statement report fragment. Because we deleted the report fragment the income statement disclosure that fragment is representing no longer exists in the report. After deleting the income statement, notice the agenda which looks like the screen shot below which lists the income statement:

![Image of agenda showing income statement](image-url)

You can see that the Income Statement appears in the agenda on the right, note the BLUE #2. The income statement is also not in the list of report fragments which are listed on the right.

And so now the income statement can be re-imported or re-created, the Disclosure Mechanics rules will help you find the taxonomy elements you might be interested in, the rules will watch over you to make sure you created the income statement correctly, and when you do have the income statement created correctly the entry disappears from the agenda and all of the validation indicators\textsuperscript{41} show GREEN which helps you understand that you created the income statement correctly. Alternatively, you can import an income statement template or exemplar provided by the suggest disclosure template/exemplar intelligent agent.

\textsuperscript{40} Wikipedia, Prototype Theory, retrieved June 22, 2017, \url{https://en.wikipedia.org/wiki/Prototype_theory}

There are two additional pieces of information which are important to understand.

First, some disclosures are only required if a specific line item is reported somewhere in the financial report, typically in a primary financial statement but not always. For example, if the line item “Inventories” is reported on the balance sheet, then the disclosure of inventory components is required per my imaginary XASB reporting scheme and the inventory policy is also required to be disclosed.

Here is the rule that specifies that the disclosure Inventory Components is required if the line item “gaap:Inventory” is reported on the balance sheet:

The rules specified above relate to the XASB reporting scheme which I created for demonstration purposes. Here is the inventory components disclosure rules specified for the US GAAP reporting scheme in controlled natural language syntax:

<table>
<thead>
<tr>
<th>Rules</th>
<th>Line of Reasoning</th>
</tr>
</thead>
<tbody>
<tr>
<td>This disclosure: disclosures:InventoryNetRollUp</td>
<td>- MUST be represented by a network with the SEC Category: cm:DisclosureType</td>
</tr>
<tr>
<td>- MUST be represented as a Level 4 Disclosure Detail with the concept arrangement pattern: cm:RollUp</td>
<td>- cm:RollUp REQUIRES total: us-gaap:InventoryNet</td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:InventoryNetOfAllowancesCustomerAdvancesAndProgressBillings</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:PublicUtilitiesInventory</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:AirlineRelatedInventory</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:RetailRelatedInventory</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:EnergyRelatedInventory</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:AgriculturalRelatedInventory</td>
<td></td>
</tr>
<tr>
<td>- MUST be represented as using the Level 3 Disclosure Text Block: us-gaap:ScheduleOfInventoryCurrentTableTextBlock</td>
<td>- Or by the allowed alternative concept: us-gaap:ScheduleOfUtilityInventoryTextBlock</td>
</tr>
<tr>
<td>- Requires the policy to be reported using the Level 2 Policy Text Block: us-gaap:InventoryPolicyTextBlock</td>
<td>- Or by the allowed alternative concept: us-gaap:InventoryMajorClassesPolicy</td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:InventorySuppliesPolicy</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:InventoryWorkInProcessPolicy</td>
<td></td>
</tr>
<tr>
<td>- Or by the allowed alternative concept: us-gaap:InventoryFinishedGoodsPolicy</td>
<td></td>
</tr>
<tr>
<td>- Requires the note to be reported using the Level 1 Note Text Block: us-gaap:InventoryDisclosureNoteTextBlock</td>
<td></td>
</tr>
</tbody>
</table>

So the above rule can be used to check many inventory related disclosures. But you have to specify the rules for automated processes to check the report against the rules. The only way that you can check to see if the report is created correctly is to do so manually if machine-readable rules are not provided.

42 Here are the rules in the XBRL technical syntax, XBRL definition relations, http://xbrlsite.azurewebsites.net/2016/conceptual-model/reporting-scheme/us-gaap/disclosure-mechanics/517-rules-def.xml
This is an important concept to understand: no machine readable rule, no automated check. It is impossible to specify 100% of everything that must be checked in machine readable form. As such, manual effort will always be necessary. But manual effort is required if you don’t specify a rule either.

Finally, the disclosure mechanics rules are not yet totally complete, they still need work. Here are two examples of things that need to be added. The first example relates to materiality. What if inventory is not material? That is not a problem; you just specify the materiality threshold to the test within the disclosure mechanics rule. Say, 5% or 10% of total assets. That is not difficult for the software to automate. Or what if inventory components were disclosed on the balance sheet rather than in a disclosure? Again, this is not a problem. You just have to modify the algorithm the software uses to see if the representation is consistent or inconsistent with your expectations. Are expectations ambiguous? Again, not a problem…then your rules can be ambiguous also.

Below is the line of reasoning used by the software algorithm as it tries to find the inventory components related disclosure items in a report:

```
# Disclosure mechanics validation explanation for disclosure: disclosures:InventoryNetRollUp ####

Level 4 Disclosure Detail
Looking in networks with SEC Category: Disclosure
Looking for blocks with concept arrangement pattern: RollUp
Looking for Concept: us-gaap:InventoryNet
*FOUND Concept: us-gaap:InventoryNet in network:
Concept located in network: 100710 - Disclosure - Components of Inventories (Detail)

Level 3 Disclosure Text Block
Looking in networks with SEC Category: Disclosure
Looking for Level 3 Disclosure Text Block: us-gaap:ScheduleOfInventoryCurrentTableTextBlock
*FOUND Level 3 Disclosure Text Block: us-gaap:ScheduleOfInventoryCurrentTableTextBlock in network:
Text block located in network: 100370 - Disclosure - INVENTORIES (Tables)

Level 2 Policy Text Block
Looking in networks with SEC Category: Disclosure
Looking for Level 2 policy text block: us-gaap:InventoryPolicyTextBlock
*FOUND Level 2 policy text block: us-gaap:InventoryPolicyTextBlock in network:
Text block located in network: 100300 - Disclosure - ACCOUNTING POLICIES (Policies)

Level 1 Note Text Block
Looking in networks with SEC Category: Disclosure
Looking for Level 1 note text block: us-gaap:InventoryDisclosureTextBlock
*FOUND Level 1 note text block: us-gaap:InventoryDisclosureTextBlock in network:
Text block located in network: 100140 - Disclosure - INVENTORIES

CONCLUSION
Disclosure found in report: True
Disclosure mechanics are CONSISTENT because both the Level 3 Disclosure Text Block and Level 4 Disclosure Detail concepts were FOUND.
#### END of disclosure mechanics validation explanation for this disclosure ####
```

Again, professional accountants will never be free from 100% of the manual drudgery of detecting whether the math of a report is correct, if all necessary disclosures are provided, or other logical or regulatory requirements have been properly met. But, there is a lot that can be automated. The agenda helps you manage your report creation process to the degree that machine-readable rules can
be provided and therefore are leveragable by software applications in the financial report creation process.

These rules for inventory components were tested against 100% of 10-Ks filed in 2015 for all 6,466 public companies that report to the SEC. Note that the new rule (above) is more comprehensive than the older initial rules (below) because information from this analysis was used to improve the rules. Here are the results:

<table>
<thead>
<tr>
<th>DisclosureFound</th>
<th>DisclosureConsistent</th>
<th>RepresentationConcept_TextBlock</th>
<th>RepresentationConcept_Detail</th>
<th>Count</th>
<th>Percent</th>
</tr>
</thead>
<tbody>
<tr>
<td>FALSE</td>
<td>CONSISTENT</td>
<td>NOT-FOUND</td>
<td>NOT-FOUND</td>
<td>3,612</td>
<td>56%</td>
</tr>
<tr>
<td>TRUE</td>
<td>INCONSISTENT</td>
<td>NOT-FOUND</td>
<td>US-GAAP:InventoryNet</td>
<td>1,721</td>
<td>27%</td>
</tr>
<tr>
<td>TRUE</td>
<td>INCONSISTENT</td>
<td>NOT-FOUND</td>
<td>US-GAAP:InventoryNet</td>
<td>46</td>
<td>1%</td>
</tr>
<tr>
<td>TRUE</td>
<td>CONSISTENT</td>
<td>US-GAAP:ScheduleOFixedAsset</td>
<td>US-GAAP:InventoryNet</td>
<td>19</td>
<td>0%</td>
</tr>
<tr>
<td>TRUE</td>
<td>INCONSISTENT</td>
<td>US-GAAP:ScheduleOFixedAsset</td>
<td>NOT-FOUND</td>
<td>7</td>
<td>0%</td>
</tr>
</tbody>
</table>

Consistent with expectations 5,552 85%
Inconsistent with expectation 1,114 17%
Total 6,466 100%

Here is how you interpret each line item; the numbers below correspond to the red numbers on the right hand side of the diagram above:

- **Line #1** indicates that NEITHER the Level 3 Disclosure Text Block nor the Level 4 Disclosure Details were found, meaning this disclosure is not present and is **consistent with expectations** should the disclosure not exist in the report. Basically, 56% of public companies do not report inventory.
- **Line #2** indicates that BOTH the Level 3 Disclosure Text Block AND the Level 4 Disclosure Detail line items WERE found. This is **consistent with expectations**. A total of 27% of public companies report using these concepts.
- **Line #3, Line #4, and Line #7** indicates an inconsistency because either the Level 3 Disclosure Text Block was found OR the Level 4 Disclosure Detail was found but NOT BOTH. Thus, those lines are **inconsistent with expectations**.
- **Line #5** indicates that 19 companies used an ALTERNATIVE Level 3 Disclosure Text Block to report the inventory components roll up, but the same Level 4 Disclosure Detail concept. This is **consistent with expectations**.
- **Line #7** indicates the total population of public company financial reports analyzed, which is 6,466 10-K filings as of March 31, 2016.
So, those are the results for this one disclosure. This same process was used for about 64 other disclosures. These disclosures will be further tested during my campaign to improve the disclosure quality of XBRL-based reports submitted to the SEC\textsuperscript{43}.

Don’t fear intelligent machines such as knowledge-based software for creating financial reports. Gain the skills necessary to work with these machines. Humans augmented by machine capabilities, much like an electronic calculator enabling a human to do math quicker, will empower knowledge workers who know how to leverage the use of those machines.

If you want to see the application that I have shown in the screen shots working, please watch this video below or read the blog post that describes knowledge-based systems in more detail\textsuperscript{44}:

https://www.youtube.com/watch?v=ioapxF1gtQM

**Comparison of Financial Reporting or Business Reporting Solutions**

Pesseract is a specific tool as contrast to a general tool; we discussed the difference between specific and general earlier. Pesseract uses a global standard technical syntax, XBRL. Contrasting Pesseract to other reporting solutions helps you better understand Pesseract and what you need from such a tool to be able to do.

**Semantic Web Stack Reporting Solution (TopQuadrant)**

The software company TopQuadrant offers a product called *Data Governance and Vocabulary Management: Customizable Workflows*\textsuperscript{45}. In my personal opinion, this is the sort of functionality business people would need/want from a business reporting product. This is basic functionality necessary for any business reporting system. This is their product description:

“Users can now create and use custom workflows for various data governance and curation processes. Pre-built workflow templates are also provided. Enhanced Operating Model – TopBraid EDG’s data governance operating model options now provide access to business and data subject areas, associated governance roles, organizational structures, issues, policies, metrics, dashboard, and other governance assets. Advanced Data Profiling – Data source profiling is implemented when its metadata is imported into TopBraid EDG. This enables automated reasoning about data and connections of technical metadata to business metadata. Interactive Visualizations – Updated versions of TopBraid EDG’s unique LineageGram and NeighborGram features with intuitive capabilities for flexible viewing and drilling down on focused areas of governance knowledge graphs.”


\textsuperscript{45} Data Governance and Vocabulary Management: Customizable Workflows, http://www.dataversity.net/topquadrants-topbraid-5-4-release-delivers-real-world-data-governance-enterprises/
One limitation, a shortcoming of the TopQuadrant product in my view, is that they are focused too much on **internal information exchange** and should provide better functionality for **external statutory and regulatory reporting**. When you deal with external statutory and regulatory reporting use cases, the risk of noncompliance increases and so that risk needs to be minimized.

TopQuadrant is helping me create an RDF/OWL/SHACL model of the information conveyed by an XBRL-based financial report. This will allow XBRL to be converted from/to RDF/OWL/SHACL.

TopQuadrant is a general tool which one can use to solve specific problems. TopQuadrant’s product is way, way, way too hard for business professionals to use or even get their heads around. But TopQuadrant has what they call a “Custom Workflow”. Technical people can build, for business people functionality that is easier for the business people to use; creating a specific solution which is easier to use.

Pesseract could serve as an easy-to-use interface to the TopQuadrant reporting product overcoming the ease of use issue. Pesseract is focused on the needs of external statutory and regulatory reporting. Perhaps a partnership can be created with TopQuadrant where the best functionality of each product can be leveraged providing the market with an excellent but flexible and powerful business reporting solution.

**Business Logic Platform (FlexRule)**

The product FlexRule\(^6\) is another reporting solution. FlexRule is positioned as a “business logic platform.” This is a description of the FlexRule product:

> “**Automate and Connect Anything and Everyone!** Processes deliver the end to end flow of work. This covers everything from Robo-Services, Applications, Business Events, Reporting to Transactional Systems. With Process Robotics, FlexRule can automate the end to end process steps. This delivers business outcomes that uses consistent decision logic via Decision Automation leveraging Data Connection & Composition. FlexRule mimics human and system processes and workflow including long running transactions and escalations to the appropriate people.”

FlexRule is likewise a complete business reporting solution. But, it too is a general solution. FlexRule does not have an inherent understanding of the XBRL technical syntax, but you can use FlexRule with XBRL. But, you have to take responsibility for developing a high-level model in the solution you create because that high-level model is not inherently available in FlexRule.

**Business Logic System Gap Analysis**

The following is a comparison and gap analysis that highlights the capabilities of numerous business reporting systems/platforms or business logic systems/platforms\(^7\):

---


Each system/platform has its pros and cons and not one system/platform is perfect. Comparing and contrasting these different solutions helps you understand the pros and cons of different solutions.
Next steps for Pesseract, the product roadmap
As we said, Pesseract is a commercial quality proof-of-concept; it is not yet a product. The purpose of Pesseract is to determine the feasibility of leveraging a conceptual model and using that high-level model to create a powerful yet easy to use software application that is approachable by business professionals. We believe that we have successfully proven the feasibility. The following is a description of what we want Pesseract to be:

“Pesseract is purpose-build software tool for disclosure management and financial report creation. Pesseract is a platform and a framework of intelligent XBRL-based digital financial reporting products which collect information about financial report creation projects and allow this information to be coordinated across all other representations of the project, so that every statement, policy, and disclosure is based on internally consistent and complete information from the same underling financial information database. The result is zero defect financial reports created using efficient and effective processes.”

Next phase in roadmap
The following is a summary of the next steps for Pesseract. The primary goal is to complete a product that can be used to create/edit/import an entire report and review that report for accuracy for all existing supported profiles:

1. Refactor any underlying technical functionally or architecture that needs to be refactored taking into consideration what we now know about what Pesseract needs to ultimately be.
2. Create, tune, and synchronize the business rules engine so that it provides all the functionality of a standard XBRL Formula processor plus all of the functionality and capabilities that are necessary but not part of an XBRL Formula Processor. Specifically, this includes:
   - Inference
   - Access to all XBRL taxonomy structural and other information
   - Forward chaining
   - Maximum expressive power of problem solving logic but not allowing any logical catastrophes
3. Save a report and the related taxonomy.
4. Support the creation/edit of reports leveraging the “Legos” and “snap together” and “business rules as glue” ideas articulated in this document.
5. Import fact tables from Excel.
7. Copy/paste of a Block from one report to another report.
8. Complete the suggest disclosure template/exemplar intelligent agent.
9. Search, filter and other functionality to locate report elements in a base taxonomy.
11. To do tracking.

12. Report properties.

Features to be added in subsequent phases in product roadmap

The following is a summary of other feature which will ultimately be included in Pesseract. This functionality is specifically not targeted for the next development phase of Pesseract: (in no specific order)

- Pass all XBRL 2.1, XBRL Dimensions, and XBRL Formula conformance suites tests.
- SEC EFM validation.
- Other minimum criteria validation.
- Improve current dynamic rendering in application.
- Support for ESMA reporting profile.
- Support for State and Local Government (GASB) reporting profile.
- Convert a Level 4 Disclosure Detail to a Level 3 Disclosure Text Block.
- Convert a set of Level 3 Disclosure Text Blocks to Level 1 Note Text Blocks.
- Serialize an entire report (a set of Level 1 Note Text Blocks) to HTML, Microsoft Word, and PDF.
- Add additional business rule capabilities.
- Export RDF, OWL, and SHACL.
- Import RDF, OWL, and SHACL.
- Localizations for the languages Spanish, Chinese, Japanese, Persian, Arabic, French.
- Efficient and scalable fact database.
- Analysis features (query fact database, comparisons, etc.).
- Document publishing features including Inline XBRL.
- Base taxonomy creation features.
- Business rules creation interface and capabilities (FAC, Disclosure Mechanics, Reporting Checklist, XBRL Formula).
- Enhanced Reporting Checklist.
- Build that supports Mac OS.
- Multi-user support.